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### Appendices on the Web

#### F Using the Visual Studio Debugger

#### G Using the GNU gdb Debugger

#### H Using the Xcode Debugger

Appendices F, G and H are PDF documents posted online at the book’s Companion Website (located at www.pearsonhighered.com/deitel).